CHR-Graph: A Platform for Animating Tree and Graph Algorithms
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Abstract—Trees and graphs are two data structures that are commonly used in representing different kinds of data. They also have many associated algorithms taught in many courses. It is thus beneficial to have a tool that could be used by students, teachers and programmers to visually trace how their algorithms work. The work in this paper presents, CHR-Graph, an easy-to-use platform for animating trees and graphs and their correlated algorithms.

Index Terms—Algorithm Animation, Tree, Graph

I. INTRODUCTION

In [1], a meta-study of 24 experimental studies was performed. Through the analysis done it was found that algorithm visualizations are educationally effective. Algorithm animation could also help programmers to debug their code. Graphs and Trees are among the commonly used data structures. They have a lot of associated algorithms taught in different computer science courses around the world. It is thus important to have tools to visualize such data structures. The visualization should be generic. It should thus be able to adapt to any change in the data or the algorithm. Despite of the existence of libraries and tools (e.g. [2], [3]) to draw graphs and trees, most the tools require the user to know many details to be able to adjust the visualization and are thus not easy to use. In order to use a tool such as graphviz [3], the user has to learn how to express the graphs using the language “Dot”. Most existing tools (such as draw.io) also do not show a step-by-step animation of the produced graph. It is just shown at once. Instead of building an animation suited to their needs, teachers would instead use available YouTube videos to demonstrate the effect of the different algorithms to their students. Instructors are sometimes provided with animations along with their textbooks. However, they cannot customize them.

The aim of the work presented in this paper is to thus provide a tool that could be easily used by teachers, programmers or students. The tool should not require users to have any special installations done. They also do not need to know of any details regarding how graphs and trees are drawn. Graphs and trees should be also described in an intuitive and declarative method.

The paper is organized as follows: Section II discusses the applied methodology. Section III introduces the features of the provided animation. Section IV discusses some implementation details. Finally, conclusions and directions to future work are given.

II. METHODOLOGY

In order to keep the tool as generic as possible, details of the underlying (graph) drawing utility and algorithms were outsourced to jgraph [4]. The aim is to waive the user from the need to know/implement any of the drawing related tasks. The goal is to have the user use a descriptive methodology to specify the needed graph. The drawing utility is then able to draw the required graph. The user is thus not exposed to any implementation details. To use the animation system, they have to provide a file containing the commands of the animation. The commands are abstract showing the basic information needed. The architecture is similar to that used in the Jawaa [5] animation library where the user has to write the required animation file only.

A. Commands

The commands that could be provided in the animation file are described in this section. Each command has to be written in a separate line.

- **layout:**
  To specify the required layout, the command `layout` is used. The user has to specify one parameter which corresponds to the requested layout type. Another optional parameter could be provided to state whether a specific orientation is needed. If the extra parameter was not provided, the default orientation is used.
  For example the line
  `layout mxCompactTreeLayout`
  makes sure that the graph is built according to the Moen placement algorithm [6].

- **node:**
  Each node is specified using the command `node`. The command has three required parameters corresponding to the name/id, text and color respectively. Two extra parameters could be added to specify the `x` and `y` coordinates. If they were not provided, a default value of 0 is used.
  For example
  `node 1 A green`
- **edge:**
  In order to be able to add an edge, the command `edge` is used. An edge has two parameters corresponding to the identifiers of the source and target nodes respectively. An additional parameter could be added to specify a label for the edge. For example `edge 1 2 edge1-2` adds a new edge from node 1 to node 2. The edge is labeled with `edge1-2`.

- **updateNode:**
  The command `updateNode` is used to change a property of an existing node. It thus requires three parameters: the name/id of the target node, the parameter that is to be changed and its new value. For example `updateNode 1 color red` updates the color of the node with id 1 to be red.

The user can use the system in different ways:

1) They can write the animation files using the commands stated in this section.

2) The user can also implement their algorithm (such as depth-first traversal). They can then annotate their programs using the methodology presented in [7] in case the implementation is done through Java or using the one presented in [8] in case of using Constraint Handling Rules (CHR). The idea is to associate every method call/constraint with a graphical object/action. This thus results in a visual animation of the algorithm execution.

For example, a Java program implemented to perform depth first tree traversal includes the methods:

a) `addNode(String text)` to add a node to the graph with the given text.

b) `addEdge(String node1, String node2)` to add an edge from the node named `node1` to the node named `node2`.

c) `traverse(String n)` to traverse the node named `n`.

A snippet of the program is given below:

```java
public void constructTree() {
    MyNode node1 = addNode("1");
    nodes.add(node1);
    MyNode node2 = addNode("2");
    nodes.add(node2);
    MyNode node3 = addNode("3");
    nodes.add(node3);
    MyNode node4 = addNode("4");
    nodes.add(node4);
    MyNode node5 = addNode("5");
    nodes.add(node5);
    MyNode node6 = addNode("6");
    nodes.add(node6);
    MyNode node7 = addNode("7");
    nodes.add(node7);
    addEdge("1", "2");
    addEdge("1", "3");
    addEdge("3", "4");
    addEdge("3", "5");
    addEdge("2", "6");
    addEdge("6", "7");
    myRecursive(node1);
}
```

```java
public void myRecursive(MyNode n) {
    if (n == (null))
        return;
    traverse(n.data);
    myRecursive(n.left);
    myRecursive(n.right);
}
```
In this case, annotation could be done as follows:\footnote{As introduced in \cite{7}, the built-in function \texttt{valueOf(\texttt{Arg})} returns the value of the argument named \texttt{Arg}.}:

1) Each \texttt{addNode(String name)} method is annotated with a graphical node whose id is set to \texttt{valueOf(name)}. The color of the node could be set to any color e.g. green. The content is set to \texttt{valueOf(name)}. Thus every time the method \texttt{addNode} is called, a new node is added to the graph.

2) Similarly each \texttt{addEdge(String node1, String node2)} is annotated with an edge command. The source is \texttt{valueOf(node1)}. The target is \texttt{valueOf(node2)}.

3) On the other hand, \texttt{traverse(String node1)} is annotated with the command \texttt{updateNode}. The source is \texttt{valueOf(node1)}. The parameter to be changed is color. The new value is pink.

The resulting annotation rules are thus:\footnote{Since no precondition is needed for applying any of the annotation rules, the keyword \texttt{true} is used.}

\begin{verbatim}
addNode(name) +=> node true id = valueOf(name) # text = valueOf(name) # color = green
addEdge(node1, node2) +=> edge true # src = valueOf(node1) # target = valueOf(node2)
traverse(node) +=> updateNode true # src = valueOf(node) # parameter = color # value = pink
\end{verbatim}

The tool provides its users with different features to be able to animate algorithms.

1) \textbf{Drawing a New Node}

In order to draw a new node the user has to specify its content and color. The user should give each node a name/id. By default, each node has the value \texttt{0} for the \texttt{x} and the \texttt{y} coordinates since the actual values should be computed by the placement algorithm once it is linked to any other node. However, the user can also specify an initial \texttt{x} and \texttt{y} coordinates values.

2) \textbf{Defining an Edge}

An edge links two nodes together. An edge can also have a text label. To define an edge, the user has to define the source and target nodes. The node is identified by its name/id.

3) \textbf{Changing a Property of a Node}

To provide a library that could be used for animating algorithms, it was important to provide the possibility to change the appearance of a node. Users are thus able to change the color and the text inside an existing node.

4) \textbf{Step-By-Step Viewing}

The aim of the interface is not only to be able to view trees and graphs. However, it is also to be able to visualize the changes happening to them while executing an algorithm. That is why it is important to have the option to view the visualization in a step-by-step manner showing one change at each step.

5) \textbf{Customizing the Layout}

To have a generic platform as much as possible, animation algorithms, it was important to provide the possibility to visualize trees and graphs. However, it is also to be able to change the appearance of a node. Users are thus able to change the color and the text inside an existing node.
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To have a generic platform as much as possible, animation algorithms, it was important to provide the possibility to visualize trees and graphs. However, it is also to be able to change the appearance of a node. Users are thus able to change the color and the text inside an existing node.
point is reached where no more rules are applicable. There are two types of constraints: built-in constraints handled by the host language and user-defined constraints provided by the user. A CHR rule has a head and a body and an optional guard. A rule is applicable if the constraint store contains constraints matching the head constraints. The guard of the rule, which acts as pre-condition, has to be satisfied for the rule to be applicable. The constraints store is initialized by the constraints in the query of the user. For space reasons, two types of CHR rules are introduced: simplification and propagation rules. A simplification rule has the format:

\[
\text{name @ Head} \Rightarrow \text{Guard} \mid \text{Body}.
\]

When a simplification rule is fired, the constraints matching the Head constraints are removed from the store. The Body constraints are added to the constraint store. A propagation rule, on the other hand, has the format:

\[
\text{name @ Head} \Rightarrow \text{Guard} \mid \text{Body}.
\]

When a propagation rule is fired, the constraints matching the Head constraints are kept in the constraint store. The Body constraints are also added to the constraint store.

The implemented animation library processes the produced animation files. Every time a command is read, it adds the corresponding CHR constraint to fire the matching rule. The aim of using the library through CHR is to make use of its declarativity. The processing is thus done in a generic way independent of the actual used tool for drawing the graph (jgraph in this case). Thus in case a different library should be used, the back end of the application remains unchanged. The developer needs to only provide mappings to the calls (draw_node, . . .) that change the graphical layout accordingly. The below code shows an abstraction of the code used to annotate constraints with drawing events.

\[
\begin{align*}
\text{layout(LayoutName, ExtraSpecs)} & \Rightarrow \text{call(set_layout(LayoutName, ExtraSpecs))}. \\
\text{object(node, Name, Color, Text, X,Y) & \Rightarrow \text{call(draw_node(Node, Name, Color, Text))}.} \\
\text{object(edge, Node1, Node2, Label) & \Rightarrow \text{call(draw_edge(Node1, Node2, Label))}.} \\
\text{change_parameter(Name, Type, NewValue) & \Rightarrow \text{call(update_object(Name, Type, NewValue))}.}
\end{align*}
\]

For example, whenever the animation line node 1 green first_node is read, the constraint
\[
\text{object(node, 1, green, first_node, 0, 0) is called. The constraint triggers draw_node which adds the required graphical node.}
\]

V. CONCLUSIONS & FUTURE WORK

In the paper we presented a new engine for animating graph and tree algorithms in an easy-to-use way. The engine uses an animation file to provide the properties of the objects to be drawn. Using annotation rules, such animation files could be produced automatically. In the future, more graphical properties could be provided to the output trees and graphs such as zooming in and out. Minimizing parts of trees could be also addressed.

REFERENCES

APPENDIX

Figure 3 shows the result of animating a breadth-first tree traversal algorithm. In this case, the animation file contains the following lines (The animation file could be manually written by the programmer/produced through annotation rules of the algorithm).

```
node 1 green a
node 2 green b
node 3 green c
node 4 green d
node 5 green e
node 6 green f
edge 1 2
edge 1 3
edge 2 4
edge 2 6
edge 4 5
updateNode 1 color pink
updateNode 2 color pink
updateNode 3 color pink
updateNode 4 color pink
updateNode 6 color pink
updateNode 5 color pink
```

![Fig. 3. Visualizing Breath-First Traversal of a Tree](image-url)